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ABSTRACT 

In recent years, there has been exponential growth in the Internet of Things (IoT) in various 

sectors, especially healthcare. The traditional healthcare sector has faced several challenges, 
such as poor health services, crowding and queuing at medical centers, and manual searches 
for or missing patient records; a smart health system is needed to overcome these 
challenges. This study presents the design and implementation of end-to-end IoT 
architecture, which is built by the integration of various open-source technologies. The pulse 
care system is implemented using Node.js and React.js, which offer features such as 
electronic health records (EHR), smart appointments, prescription documentation, and 
health monitoring. Additionally, various users (admin, patient, doctor, and pharmacist) 
communicate using a user-friendly graphical interface. In terms of a wearable device, it 
allows visualization of all the data generated by the sensors in real time (heart rate, body 
temperature, and blood oxygen). The ESP32 is used as a microcontroller that communicates 
via its built-in Wi-Fi with the MQTT Mosquitto broker. Standard IoT protocols, Message 
Queuing Telemetry Transport (MQTT) and Hypertext Transfer Protocol (HTTP), are used. 
The broker's performance is evaluated in terms of average latency at various QoS levels and 
with the increase in the number of concurrent users. The results of the experiment 
demonstrate how important it is to choose the appropriate QoS level based on the 
requirements of the application. Furthermore, the proposed system's data rate is roughly 
3.07 kb/s, which is considered low and suitable for sending small data via any wireless 
method. 

 

Keywords: IoT, MQTT, Electronic health records (EHR), Smart appointments, Remote 
health monitoring. 
 

1. INTRODUCTION 
 

The Internet of Things (IoT) represents an important technological revolution, and recently 
it has gained significant importance in human daily life. IoT connects a network of devices, 
such as cloud services, gateways, sensors, and actuators, to gather and exchange data. 
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(Younis et al., 2015; Kadhim and Hamad, 2023; Qadir and Hussan, 2023; Mahmood et 
al., 2023; Li et al., 2024). IoT applications have become increasingly important across a 
number of industries such as manufacturing, transportation, environmental monitoring, 
healthcare, and smart homes (Khan et al., 2023). The importance of IoT applications is 
particularly evident in the healthcare industry, which has improved diagnosis and 
treatment, and the ability to remotely monitor the fundamental signs of patients in real time, 
utilizing wearable devices. It can be used in many different medical areas, such as managing 
private health and fitness, supervising chronic illnesses, and caring for pediatric and elderly 
patients (Alattar and Mohsen, 2023). In addition, a smart healthcare system allows 
patients, particularly those suffering from chronic conditions, to live their lives more freely. 
Through the use of sensors, the patient's vital signs are continuously collected and sent for 
storage electronically. Physicians and patients will have access to this data through smart 
healthcare applications (Al-Fuqaha et al., 2015; Mohammed, 2024). Heart rate, blood 
pressure, blood oxygen saturation, respiration rate, and ECG are the most important vital 
signs (Elliott and Coventry, 2012). For tracking and monitoring health conditions, health 
monitoring systems are easy, intelligent, scalable, and effective (Islam et al., 2020). 
 Several key indicators influence health in the human body; the first indicator is heart rate, 
which measures the heart's beats or contractions per minute (Hegde et al., 2021). Blood 
oxygen level is the second indicator, and a lack of it can have numerous acute negative 
consequences, such as issues with the heart, kidneys, and brain. The third indicator is the 
body temperature, which is a measure of how hot or cold the body is (Islam et al., 2020). 
According to (Santoso et al., 2015), fever is essentially thought to be the typical sign of the 
majority of illnesses. The medical records are private documents that are maintained for 
each patient by medical professionals. They include the patient's personal information, tests, 
diagnoses, and treatments for any conditions the patient may be experiencing (Droma et 
al., 2009). Most clinics use patient records based on paper, which contain all the relevant 
medical information about a specific patient. This manual or paper-based record 
management approach is linked to several problems, such as being time-consuming, slow, 
inaccurate, and inefficient. In light of this, it becomes necessary to automate the current 
manual systems. With the rapid development of information and communication 
technology, the importance of efficient record-keeping in decision-making enhances human 
life and improving the quality of healthcare service. As a result, new tools for preserving 
patient data in digital format have been developed. One such tool to assist the medical facility 
is the Electronic Health Record (EHR). The EHR is intended to take the role of paper records 
as the main record-keeping format in the various healthcare facilities worldwide. In order to 
eliminate traditional paper-based medical records, (Joseph et al., 2020) developed an 
online platform for managing medical records. This automated system was developed using 
the following technologies: MySQL as the database engine, HTML, CSS, JavaScript, and PHP 
as scripting languages. However, the technologies used in this study are conventional and 
can be improved and have more features added. 
In terms of communication, IoT provides several popular protocols, such as HTTP, SOAP, 
COAP, MQTT, and others. When compared to various protocols, (Turnip et al., 2020) found 
that MQTT was considered the most reliable and lightweight and was a power-saving 
technology.  In order to improve healthcare services, some studies on the health monitoring 
system based on IoT have been implemented. Several systems with similar objectives and 
characteristics have lately been presented in this field, which has the primary goal of 
creating a smart environment that monitors people's health and provides the necessary 
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services (Durán-Vega et al., 2019; Valsalan et al., 2020; Sangeethalakshmi et al., 2023). 
A microcontroller and sensors form an Internet of Things-based health monitoring system. 
The study by (Mohammed et al., 2023) suggested a health monitoring system that uses 
Raspberry Pi 4B to gather patient data. It is a high-performance microcontroller but is 
considered large in size and not suitable for wearable devices. Various studies utilized the 
Arduino board as a microcontroller, including the ones suggested by (Brashdi et al., 2018; 
Mostafa et al., 2020; Ruman et al., 2020; Kumar et al., 2022). Numerous use cases 
(Carducci et al., 2019; Babiuch et al., 2021) for low-cost ESP32 microcontroller are 
documented in the literature; these applications range from Internet of Things solutions to 
more complex systems. The features of this microcontroller that differentiate it from other 
devices make it an appropriate choice for IoT devices. The wireless interface circuitry is the 
primary distinction between the ESP32 and Arduino Uno. The built-in Wi-Fi of the ESP32 
makes it a remarkable microcontroller that has Wi-Fi capabilities. 
In this study, IoT architecture for the smart healthcare industry was implemented through 
combining different open-source technologies. The paper's primary contribution can be 
summed up as follows: 

• Build a wireless smart end-to-end healthcare system based on IoT. 
• Build a Pulse Care web application using Node.js and React.js, which provides online 

appointments, access to patient medical records, and real-time monitoring of data 
gathered by wearable devices. 

• The patient’s vital signs are monitored remotely and in real time by a wearable device. 
• The MQTT communication protocol is used to transfer sensor data, and the HTTP 

protocol is used to transmit web application data. 

2. THEORETICAL BACKGROUND 
 

2.1 IoT Technology 
 

The Internet of Things (IoT) refers to the connectivity between billions of physical devices 
around the world connected to the Internet through smart technologies, accessible from any 
location at any time. IoT connects multiple devices, such as sensors, actuators, and gateways 
that exchange data in networks that are included (Balaji et al., 2019; Alshehri et al., 2021). 
Devices that are linked to the internet and to one another can be used to assist people, 
remotely monitor and control systems, automate a number of tasks, and give real-time data 
that can be used to improve decision-making. 
 
2.2 The Hardware Components 
 

2.2.1 ESP32 Microcontroller 
 

This study uses the ESP32 as the main microcontroller of the proposed wearable device. It 
represents a system on a chip (SoC); it contains a processor, memory, and communication 
units in one chip. Due to its small size, low cost, and low-power computation, it is suitable 
for IoT applications (Espressif Systems, 2021). ESP32 has a dual-core MCU with built-in 
Wi-Fi and Bluetooth. It includes a 32-bit LX6 CPU with a clock speed of 240 MHz, 448 KB of 
ROM, 520 KB of SRAM, and 4 MB of flash memory (Makeability Lab). This microcontroller 
has an I2C connection interface (Circuit Basics), which is used to connect sensors. In 
addition, they do not require the large computational power of a GPU to transmit sensor 
data. Fig. 1 shows the ESP32 microcontroller. 
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Figure 1. The ESP32 Microcontroller (ESP32 Basics). 

 
2.2.2 Heart Rate and Blood Oxygen Saturation Sensor (MAX30100) 
 
The MAX30100 sensor is plug-and-play and measures blood oxygen saturation levels and 
heart rate as shown in Fig. 2. It is noninvasive, which means it does not require the 
introduction of instruments into the patient's body. This sensor features an LED and a 
photodetector in addition to a high-performance analog front end for accurate 
measurements (Gade, 2021).  Its small size (5.6 mm x 2.8 mm x 1.2 mm) allows it to be used 
in wearable IoT devices. It communicates via the I2C standard, which makes it easy to 
integrate with microcontrollers and other embedded devices. It operates at ultra-low power, 
improving wearable device battery life. It provides accurate readings in any environment 
due to features including strong motion artifact robustness, ambient light rejection, and a 
good signal-to-noise ratio (SNR).  

 
Figure 2. Heart Rate and Blood Oxygen Saturation Sensor (MAX30100). 
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The high sample rate capability of the MAX30100 enables quick and accurate data collection, 
which is important in a real-time monitoring system (Analog, 2009). An investigation 
(Jamal et al., 2023) of the sensor output data presented in the literature showed that the 
oxygen saturation data had an accuracy of 98.1% and an appropriately low error rate of 
1.90%. Similarly, the heart rate data calibration produced excellent results, with an accuracy 
of 99.85% and an error rate of 0.15%. 
 
2.2.3 Temperature Sensor (MLX90614) 
 

The MLX90614 infrared thermometer is widely used for body temperature measurement. 
With the combination of its powerful DSP unit, low-noise amplifier, and 17-bit ADC, the 
MLX90614 is capable of excellent resolution and accuracy. Its compact size, low cost, and 
ease of integration are the key features of this sensor. Its temperature range is around (-40°C 
to +125˚C) for sensor temperature and (-70°C to +380˚C) for object temperature (Melexis, 
2018). Fig. 3 illustrates the MLX90614 sensor. 
 

 

Figure 3. Temperature Sensor (MLX90614). 

2.3 The Software and Programming Language 
 

2.3.1 Node.js 
 

Node.js is "a JavaScript runtime built on Chrome's V8 JavaScript engine" (Node.js, 2019), 
which is written in the C++ programming language. It is based on event-driven; this means 
that functions are not run sequentially as they would be in code. Where function execution 
is dependent upon particular events occurring, such as connect, disconnect, timeout, error, 
etc. The primary benefit of Node.js is its speed compared to alternative approaches. It is 
designed to process requests asynchronously, in contrast to synchronous languages like 
Python or Java (Liang et al., 2017). As a result, it is appropriate for server-side 
development. Multiple studies documented the implementation of Node.js on the Internet of 
Things (Singh et al., 2019; Mudaliar et al., 2020). 
 

2.3.2 React.js 
 

React.js is a well-known JavaScript front-end framework for creating interactive and 
reusable user interface objects. According to the official React.js documentation, it enables 
the development of complex and large-scale online applications that can manipulate their 
data without having to refresh the page. It is used to display on the server side by using the 
Node.js server. Additionally, by converting the source code into static HTML and single-page 
applications, React.js helps to enhance the presentation of modern web environments. 
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Compared to conventional data binding, React.js simplifies the boilerplate by using 
unidirectional dataflow (Aggarwal, 2018). Furthermore, the one-page approach leads to 
improved application performance; for example, an application has only one page instead of 
multiple pages, which speeds up loading. 
 

2.3.3 JMeter Tool 
 

JMeter is an open-source tool that is used for performance and load testing (Colantonio, 
2022; Tiwari et al., 2023). It is used to test a system's behavior by simulating thousands of 
users; JMeter is also used to evaluate IoT systems. It has a simple GUI and displays the results 
in a tree, table, or chart form that can be saved in XML format. In addition, it provides 
important features such as extensibility, multithreading, and support for multiple protocols. 
 
2.4 Protocol Types 
 

2.4.1 Message Queue Telemetry Transport (MQTT) Protocol 
 

MQTT is a lightweight, publish-subscribe messaging protocol with low bandwidth and low 
latency used in IoT applications (Abdul Ameer et al., 2020; Tsvetanov, 2022; MQTT, 
2023). This protocol is designed for devices with limited power and unreliable networks. 
These features make it an appropriate choice for web-based data monitoring systems. Every 
message has its own value and a special topic. This message is transmitted between the 
publisher and the subscriber via a broker, which is in the middle of MQTT communication, 
such as Mosquitto. The MQTT message structure is organized using the MQTT specification 
(MQTT Specification, 2021), where the PDU has three fields: fixed header, variable header, 
and payload. All packets have a fixed header field, which is 2 bytes in size. Additionally, the 
MQTT packet includes a message type field in the fixed header field indicating the type of 
connection request being made, as shown in Table 1. (MQTT, 2023). 

Table 1. The fixed header format in the MQTT message (MQTT, 2023). 

 

In the fixed header, the first four bits define message types, while the next four bits of the 
first byte define header flags, such as DUP (duplicate), quality of service (QoS), and RETAIN. 
The payload field contains the actual data to be sent and is not present in the MQTT control 
packet. The MQTT protocol allows for three types of QoS levels that enable different 
communication. The QoS determines the reliability of the transmission. "QoS 0—At Most 
Once" does not guarantee message delivery at all; it does not guarantee message receipt by 
subscribers. Additionally, no acknowledgment packet is transmitted to show the publisher 
is aware of the message's receipt. " QoS 1—At Least Once" guarantees that a message is 
delivered at least once, which is a very reliable transmission technique in the MQTT protocol. 
However, this method is resource-intensive and may result in many messages being sent. 
"QoS 2—Exactly Once" guarantees that a message is delivered exactly once and ensures 
delivery to the proper recipient (Sadeq et al., 2018; Mishra et al., 2020; MQTT, 2023). 
The communication is done in the following scenario. First, publishers send the Mosquito 
Broker their message. The subscriber then receives the broker's message according to the 
specific topic, as shown in Fig. 5. 

bit 7 6 5 4 3 2 1 0 
Byte 1 Message Type DUP flag QoS Level RETAIN 
Byte 2 Remaining Length 
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Figure 5. MQTT Communication Scenario (Ansari et al., 2018). 
 

The Mosquitto Broker is an open-source, lightweight broker that supports MQTT versions 
5.0, 3.1.1, and 3.1, which is appropriate for a broad variety of devices, including complete 
servers and low-power single-board computers (Eclipse Mosquitto, 2022). However, it is 
evident from other studies, such as (Mishra et al., 2021), that a Mosquitto-based solution 
can process about 20,000 messages per second. Additionally, it includes further functions 
that protect the IoT system's connectivity. This is to establish a custom configuration for 
Mosquitto that defines an authentication credential, such as a username and password, to be 
utilized by each client to log into the broker. 

2.4.2 Hypertext Transport Protocol (HTTP)  
 

The application layer protocol known as HTTP was created by Tim Berners-Lee. It is a 
client/server protocol that uses port 80 as the default port and is based on TCP/IP to deliver 
data on the World Wide Web. The HTTP protocol is text-based. An HTTP handshake protocol 
sequence was used to initiate communication. A reliable session is established between the 
client and server at the start of communication via HTTP. A message request is sent to a 
server by a client. It contains several parameters, including the message's contents, version, 
header lines, and uniform resource locators (URL). The server will execute the necessary 
method and respond to the request after it has been received (Daud et al., 2017). 
Moreover, this protocol supports a variety of methods of authorization, including 
Basic, Digest, Bearer token, etc. The general message sequence of the basic authentication 
method is the same for most authentication schemes, as shown in Fig. 6 (MDN, 2024). 
 

 
Figure 6. The general message sequence diagram of HTTP authentication (MDN, 2024). 
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3. DESIGN AND IMPLEMENTATION 

3.1 End-to-End System Architecture Design 
 

In this section, the communication flow and end-to-end system architecture are shown in 
Fig. 7, which depicts the components of the overall proposal system. It is composed of three 
functional layers: a wearable IoT device, MQTT broker, and a web application. 
 

 

Figure 7. An End-to-end system architecture design. 

• The wearable IoT device layer consists of heart rate, oxygen level, and temperature 
sensors that collect physiological signs from the patient's body. These sensors 
communicate with the ESP32 via the I2C protocol. In addition, the ESP32 is responsible 
for gathering sensor data, which it subsequently wirelessly transmits to the MQTT 
broker using the MQTT protocol with a specific topic. In particular, the IoT device, which 
is most often held by the patient, functions as the MQTT publisher. 

• The MQTT layer represents the MQTT side in Amazon Web Services (AWS), which 
consists of the Mosquitto broker and Redis DB. In this layer, a virtual machine running 
Ubuntu Server OS and a t3. micro instance type is built using Amazon EC2; it has 1 GB of 
memory and a dual-core. In addition, when the message is published from the IoT device 
using the MQTT protocol, it goes to the AWS cloud. The message is received by the 
Mosquitto broker, which then notifies the subscriber of any new sensed data. Finally, the 
Redis DB serves as a subscriber that stores the received MQTT message. 

• The web application layer represents the HTTP side in Amazon Web Services (AWS), 
which consists of the server side (Node.js), the client side (React.js), and MySQL DB. The 
client side sends an HTTP request to the Pulse Care application server via HTTP to be 
processed. Then, if the request contains the patient’s data, it must be stored in the MySQL 
database . 

3.2 The Architecture Design of the Proposed Pulse Care System 
 

The Pulse Care web application was developed to address the challenges that patients have 
when they visit a clinic or hospital. This includes the issues of crowding and queuing, paper-
based medical records. In addition, the lack of real-time monitoring of patients' vital signs, 
particularly those with chronic illnesses. Pulse Care is developed based on a JavaScript 
framework. It is built with Node.js and React.js, which represent the back-end (server-side) 
and front-end (client-side) of the system, respectively. The application contains a number of 
web pages depending on the client's permission. It verifies the client role before permitting 
him, as depicted in Fig. 8. 
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Figure 8. The Pulse Care Application Use Case. 

As illustrated in Fig. 8, the roles of each system actor are as follows : 
 

• The admin has wider permissions, such as adding a patient's primary information and 
registering a new member as a doctor, patient, or pharmacist. Additionally, the admin 
unquestionably has all the other rights in addition to his unique permission to manage 
appointments  . 

• The patient's role is to conduct basic activities such as checking prescriptions, booking 
appointments, and viewing their medical history . 

• The doctor can write a prescription, keep track of the patient's medical history, and view 
vital signs. 

• The role of the pharmacist user is to receive prescription alerts and confirm dispensing 
of them, in addition to the ability to record notes in front of a prescription. 

 
3.3 The Wearable IoT Device Connection and Implementation 
 

The IoT device that the patient is holding, which allows patient vital sign monitoring, is 
composed of a microprocessor and two sensors. The MAX30100 and MLX90614 sensors 
provide output through an I2C protocol. These sensors are digital and have four pins: the 
SDA and SCL to transfer data, another for power, and the final one is for ground. These pins 
are connected to the ESP32 microcontroller as shown in Fig. 9. 
This device is powered by a portable power bank with a capacity of 5 volts, which makes the 
device wearable with its rechargeable power, so it can be worn at any time. This portable 
power bank connects to the ESP32 and supplies all device parts in addition to the sensors 
associated with it. Moreover, the Arduino framework and the C++ programming language 
are utilized to program the ESP32. The MAX30100 library and the Adafruit library are used 
to connect the ESP32, MAX30100, and MLX90614, respectively. This allows sensors to be 
integrated, and values derived from real-time measurement data. To enable communication 
between devices in the system, the AsyncMqttClient software was utilized to connect to the 
MQTT broker and publish topics (patient ID). MQTT is a lightweight and effective 
communication protocol for IoT devices, making it an excellent choice for the suggested 
monitoring system. 
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In this study, the wearable device functions as the MQTT client (publisher). The data 
received from the ESP32 is stored by the MQTT broker layer in the Redis database, which 
provides the information for the chart displayed on the web application. 

 

Figure 9. Sensors, Pins, and Connections. 

3.4 Implementation of the Pulse Care System 

The Pulse Care system consists of four user classifications. First is the administrator, who 
has access to the entire system. Then the doctor and pharmacist. Finally, the patients and 
their companions. Depending on the username and password, the application can 
distinguish between them . 
On the login page, as shown in Fig. 10, the user can log in to their own page according to the 
credentials provided. The proposed system's login tables are set up to ensure that, after an 
administrator creates a new user account, the login information is written to the relevant 
table together with the user's encrypted password. The goal of encrypting a user's password 
is for protection, as illustrated in Fig. 11. 

 
Figure 10. The Login page. 

 

 
Figure 11. The login table. 
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The system users (physicians, pharmacists, and patients) are registered by the 
administrator, who is fully authorized to access and register any client. The administrator 
can select "Add User" from the sidebar. Then insert the user's basic information, such as full 
name, username, email address, and password. It will be checked to see if the username 
already exists; an error message is displayed. Otherwise, a successful message will show up 
if the user is new and has never registered or if his username has never been used, as shown 
in Fig. 12. 

 

Figure 12. Create a new user page by admin. 

Moreover, appointment management is under the responsibility of the admin. Receiving the 
patient's appointment request is depicted in Fig. 13. The administrator can then add the 
appointment with the appropriate specialist or specific doctor, which includes details of the 
patient's name and condition as illustrated in Fig. 14. After that, send a message to the 
patient confirming the appointment, which includes the doctor’s name and the appointment 
date, as shown in Fig. 15. 
 

 
Figure 13. Appointment request page. 

 
Figure 14. Add new appointment. 
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Figure 15. SMS for confirming appointment. 

The pharmacist user receives alerts concerning the medications the doctor has prescribed. 
As well as being able to put notes on prescriptions and verify that the drug is dispensing, as 
seen on Fig. 16. 

 

Figure 16. Prescription management system (Pharmacist page). 

The EHR page is the most important aspect of this system, which is managed by the doctor, 
as shown in Fig. 17. Additionally, this page displays when a patient logs in to the system to 
view their personal EHR. It contains four parts. The first part is patient information, which 
includes personal details such as name, phone number, age, and birth date, as well as any 
relevant medical data, including blood type, chronic illnesses, previous surgeries, and 
smoking status. The second part, which is appointments, displays previous and upcoming 
appointments. The third part, "Patient Status," includes a graph that shows the data 
produced in real time by the sensors using the patient's IoT wearable device. In addition to 
displaying historical sensor readings during a specific period. In the last part, past 
prescriptions are shown along with the option to add a new one. Prescriptions are arranged 
by date, along with the medical condition and the name of the prescribing doctor. 
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Figure 17. Patient Health Profile (EHR page). 

4. RESULTS AND DISCUSSION 
 
This study developed the end-to-end IoT system for enhanced healthcare services. The 
wearable IoT device was set up correctly, and all of the sensors were linked to the ESP32 
microcontroller and a portable power bank for power, as seen in Fig. 18. The 
microcontroller successfully received the data from the sensors and transmitted it in real 
time to the Mosquitto Broker in AWS. 
 

 
 

Figure 18. The wearable device. 
 

Furthermore, the Pulse Care system was implemented using Node.js and React.js, which are 
based on the JavaScript language. It provides a wide range of functions and involves a 
number of actors, including the administrator, doctor, patient, and pharmacist. The system 
implementation has been demonstrated by taking into account the user interface 
visualization, which is shown in Section 3.4. As compared with related works, the desired 
features are missing, as shown in Table 2. The important contribution of this paper is the 
combination of these desirable features in the suggested system. As shown in Table 2, √ 
indicates that this feature is achieved, and X indicates that it is not achieved. The comparison 
demonstrated Pulse Care System's improvements over the current systems. By integrating 
these functionalities, the system not only improves patient care but also increases 
operational efficiency within medical practices. 
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Table 2. The comparison with previous related works. 
 

Reference Real-time 
monitoring 

Used Platform/ 
Application 

Actors 
 

Online 
Appointment 

Standard IoT 
Protocol 
(MQTT) 

EHR 

(Brashdi et 
al., 2018) 

√ Think speak (data 
visualization) 

Doctor X X X 

(Durán-
Vega et al., 

2019) 

√ Mobile app Doctor 
Patient’s 
Family 

X X √ 

(Valsalan et 
al., 2020) 

√ Mobile app (data 
visualization) 

Doctor 
Patient 

X X X 

(Joseph et 
al., 2020) 

X Web app Doctor 
Nurse 

Patient 

X X √ 

(Ruman et 
al., 2020) 

√ Think speak (data 
visualization) 

Doctor X X X 

(Mohammed 
et al., 2023) 

√ Mobile app (data 
visualization) 

Doctor 
Patient 

X X X 

(Sangeethal
akshmi et 
al., 2023) 

√ Think Speak (data 
visualization) 

Doctor 
 

X X X 

Pulse Care 
System 

√ Web app Admin 
Doctor 

Pharmacist 
Patient 

√ √ √ 

 
Moreover, in order to achieve good performance of the Pulse Care system, this paper works 
on separating the IoT device data from the application data. Then transfer each of them to 
two different protocols. Starting with IoT device data that is published via the standard IoT 
protocol (MQTT) to the Mosquitto broker on the AWS EC2 cloud. After the data reaches the 
broker, the MQTT server subscribes and locates it in the Redis database to be saved. On the 
other hand, the web application used the HTTP protocol to transfer between the backend 
and frontend, in addition to inserting client information in the backend MySQL DB. This 
integration of two types of databases ensures the stability of the system. Redis is an in-
memory database, making it fast and suitable for storing dynamic data; therefore, it relieves 
the strain on the backend database, which stores static data. 
The system's performance has been estimated by testing at various levels of QoS. Using 
Apache JMeter, a semi-realistic setting with a growing patient population was simulated. The 
findings from an evaluation conducted on 60-second slots at various times of the day are 
shown in Table 3.  
 

Table 3. The average latency through QoS levels 1 and 2. 
 

 
Number of Users 

Avg. Latency 
QoS0 (ms) 

Avg. Latency 
QoS1 (ms) 

Avg. Latency 
QoS2 (ms) 

# Request per 
min 

1 0 101 204 12 
10 0 105 218 120 

100 0 118 220 1200 
200 0 122 247 2400 
300 0 142 278 3600 
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The MQTT broker received 12 requests per minute from each wearable device, with data 
being transmitted every 5 seconds. The number of requests rises in parallel with the number 
of devices (patients), reaching 3600 requests per minute with 300 users simultaneously. In 
addition, it was obvious that as the number of patients rises, the average latency gradually 
increases at QoS levels 1 and 2, which adds overload to the broker. With a single patient, the 
average latency of QoS1 and QoS2 is 101 ms and 204 ms, respectively. Additionally, at 300 
patients, it reaches 142 ms at QoS1 and 278 ms at QoS2. As a result, QoS 1 uses a lot of 
resources and may send the same message more than once. But compared to QoS 2, it 
consumes less latency. Due to the requirement for double confirmation of message delivery 
at the QoS 2 level, latency is increased. Therefore, QoS 2 might not be the best option for 
applications that require fast response and real-time performance. Moreover, there is no 
assurance that subscribers who have subscribed to the topic will receive the message in QoS 
0; in fact, no acknowledgment packet confirming the publisher's knowledge of the message's 
reception is transmitted. Therefore, Apache JMeter considers the message publishing 
process complete immediately upon sending. For this reason, the average latency value for 
QoS is zero, due to the nature of QoS0 and the limitations associated with the tool used. The 
results of average latency through different QoS levels are shown on Fig. 19. 
 

 
 

Figure 19. The average latency through QoS Levels 0, 1, 2.   

As mentioned before, the sense values are transmitted to the ESP32 microcontroller every 
five seconds from the wearable device. Every minute, the broker receives about 12 MQTT 
packets. With each MQTT packet containing approximately 32 bytes of payload, the data rate 
is about 3.07 kbps. Layer 2 and TCP/IP overheads must be added. However, this data 
transmission rate is regarded as low and appropriate for transferring small amounts of data 
periodically using any wireless technology. 
 
5. CONCLUSIONS    

The primary goal of the current study is to design and develop an integrated end-to-end 
system that is intended to improve healthcare services. One of the presented goals is a proof-
of-concept solution that is developed to monitor patient vital signs in real time via wearable 
IoT technology using the MQTT protocol, which simplifies the lives of those with health 
issues who need to frequently attend the doctor. The other goal is the development of the 
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Pulse Care system, which facilitates communication between physicians, pharmacists, and 
patients through simple graphical user interfaces. It has important features, such as patient 
status monitoring, smart appointments to cut down on hospital queues, and electronic 
prescription records. In addition, it provides the EHR system to alleviate the issue of 
manually searching for or losing patient records. The performance of the MQTT broker was 
evaluated with respect to average latency at various QoS levels as the number of 
simultaneous users rose. The experiment's findings highlight how crucial it is to select the 
right quality of service level in order to balance transmission reliability and performance 
according to the needs of the application. The suggested method has a data rate of roughly 
3.07 kbps, which is considered low and suitable for periodically sending small amounts of 
data via any wireless technology. One limitation of this study is related to the measurement 
of latency under QoS 0. The latency values were recorded as zero due to the nature of the 
protocol, which does not require acknowledgments, and the behavior of the JMeter tool that 
marks the publish action as complete when it is sent. As a result, the reported values under 
QoS 0 do not accurately reflect end-to-end latency. For this limitation, acknowledge and 
recommend the use of more accurate measurement techniques in future work, such as ping-
pong messaging. The suggested approach can be enhanced in the future by including 
predictive analytics, which uses patient data to predict the probability of contracting specific 
diseases. Additionally, adding features like a clinical inventory module and a billing system 
that will be utilized to determine the cost of the medications that are ordered. Furthermore, 
more health metrics such as blood pressure, respiration rate, urine output, ECG, and others 
can be added to the system.  
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  MQTTتصميم وتنفيذ نظام إنترنت الأشياء الشامل للرعاية الصحية الذكية استنادًا إلى 
 Node.jsو

 
 ، محمد عصام يونس*شهد علي رضا 

 
 قسم هندسة الحاسوب، كلية الهندسة، جامعة بغداد، بغداد، العراق 

 

 الخلاصة

 
( في مخ لف القطاعاخ، و،اصننننة الرعالة ال.ننننحية  واج   IoTفي السنننننواخ اة، را، كاا هناو هاو هاي  في نه رهش اة ننننيا   

قطاع الرعالة ال.ننننحية ال قل دع العدند مت ال حدلاخ، مع  اننننعف الخدماخ ال.ننننحية، واابدراف والطواك ر في الارا   الط ية، 
قدف ه   والبحث ال دوع عت سنننننننرضخ الارانننننننو نو فقداههال وهناو راجة نلو هتاف صنننننننحي تكي لل غل  علو ه   ال حدلاخ   

الدراسننننة  .ننننايم و ن    كنية نه رهش اة ننننيا  ال نننناملة، وال ي  م كنالها مت ،ضا دمن العدند مت ال قنياخ م  ورة الا.نننندر  ن م 
( EHRالسنننرضخ ال.نننحية انلة روهية  ، وال ي  وفر م  اخ مع  React.jsو   Node.jsباسننن خداف  Pulse Care ن    هتاف 

والاواع د ال كية و وث ق الوصننننن اخ الط ية ومرالبة ال.نننننحة  بانانننننافة نلو تلد، ن واصننننن  العدند مت الاسننننن خدم ت  الاسننننن وا، 
ومريض، والط   ، وال.ن دلي( باسن خداف واجهة رسنومية سنهلة ااسن خداف  مت ر ث الرهاب القاك  لضر دا ، فسه  لسنار ك .نور 

راخ في الوقش ال علي  معدا انرااخ القل ، ودرجة ررارا الرسنم، ون سنر ت الدف(  لخسن خدف جايع ال ياهاخ ال ي  ولدها الاسن  نع
ESP32   كوردا  حكم دليقة   واصنننن  ع ر  ننننبكةWi-Fi   الادمرة مع وسننننيMQTT Mosquitto و خسنننن خدف كرو وكواخ  

(  ويخييّم HTTP( وارو وكوا هق  النص ال  ننننع ي  MQTTه تار الرسنننناي   نه رهش اة ننننيا  اليياسننننية، مع  هق  كياهاخ قوايم ا
ندا  الوسننننني  مت ر ث م وسننننن  بمت الوصنننننوا عند مسننننن وياخ جودا الخدمة الاخ ل ة، ومع بيادا عدد الاسننننن خدم ت الا  امن ت  
و ختهر ه اين ال رراة نهاية ا، يار مسننننننننن وخ جودا الخدمة الاناسننننننننن  كنا ب علو م طلباخ ال ط  ق  عضوا علو تلد، ن ل  معدا 

ك لواش/ثاهية، وهو معدا منخ ض ومناسننن  نرسننناا كياهاخ صنننغ را الحرم ع ر نع وسننن لة   3.07ي  كياهاخ النتاف الاق رح روال
 اسلةية 

(، الاواع د ال كية، مرالبة ال.نننننحة عت EHRالسنننننرضخ ال.نننننحية انلة روهية    ،MQTT اة نننننيا ،نه رهش    :الكلمات المفتاحية
 بعد 

 


